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Abstract
Safety is one of the biggest concerns for autonomous vehicles. Safety depends on accurate driving algo-
rithms, reliable hardware, secure networks, and real-time software systems, the last of which is what we
focus on. It is critical for software systems on autonomous vehicles to respond in real time and be robust to
potential system failures.

After analyzing the distinct characteristics of autonomous vehicles and the related system solutions, we
believe that a specialized software platform for autonomous vehicles is in need. The goal of such a platform
is to achieve strict latency and availability requirements of autonomous vehicles. We propose a more flexible
time constraint mechanism that covers a wide range of application needs, as well as a hybrid fault tolerance
mechanism that fits into different availability needs of different driving applications. Lastly, we present the
prototype of CarOS, an open source platform for developing time-aware and highly-available autonomous
vehicles.
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1 Introduction
Autonomous driving is one of the biggest unsolved problems in the domain of artificial intelligence. Both
academia and industry have devoted considerable amount of efforts into the field for two major benefits:
improving transportation efficiency and reducing traffic accidents. On average, a person wastes $960 and
42 hours per year because of traffic jams [32]. An average urban commuter can spend up to 82 hours per
year on traffic delays [55]. Besides wasting resources, approximately 1.2 million lives are lost in traffic
accidents each year around the world, where 94% of the accidents are caused by human error [18; 23].
These accidents are estimated to cost $836 billion annually [62]. By replacing human drivers, autonomous
vehicles are expected to address both of the problems.

However, with strict regulations, autonomous driving still remains an unsolved domain. In order for self-
driving cars to be as reliable as human-driven cars, they must be driven with no disengagement for (i) 291
million miles without causing a fatality, and (ii) 5.4 million miles without being involved in an accident that
causes personal injury [27]. The top self-driving car company Waymo, which has logged the most miles,
has only driven 7 million miles [38; 66]. Most importantly, the disengagement rate is very high across
companies. Table 1 shows the most recently reported disengagement frequency for known self-driving car
companies.

Company Miles Miles between
driven disengagements

Mercedes-Benz 1,088 1.3
Bosch 1,454 2.4
Delphi 1,810 22.1
Baidu 1,971 41.0
Drive.ai 6,572 43.5
Nissan 5,007 208.6
Cruise 125,000 1,190.4
Waymo 352,545 5,595.9

Table 1: Average self-driven miles between disengagements [12].

According to the company reports collected by California Department of Motor Vehicles [8], there are
six types of disengagement causes in general:

1. Perception discrepancy
2. Unwanted maneuver of the vehicle
3. Incorrect behavior prediction of other traffic participants
4. Reckless road user behavior
5. Software discrepancy
6. Hardware discrepancy

Cause 1-3 are all related to the reliability and accuracy of the driving algorithms, which is what most au-
tonomous driving research focuses on but not our focus. Cause 4 concerns the unexpected incidents that
happen in the physical world; cause 5 indicates the delay of reaction in software systems; cause 6 describes
the uncontrolled failures that occur in hardware. Causes 4-6 are all related to key real-time systems prob-
lems – how can autonomous vehicles engage with the driving environment in a timely manner, even with
potential delays in software delay, failures in hardware, and unpredictability in the physical world?

This thesis approaches these real-time problems from a software perspective, specifically, by studying
the system platform that sits between the Real-time Operating System (RTOS) and the autonomous driving
applications. We will address such a platform as Autonomous Driving System (ADS). We believe that
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designing a time-aware and fault tolerant ADS will fundamentally solve the real-time problems, advancing
system research while also providing development supports for algorithm research.

The unique characteristics of autonomous vehicles impose challenging requirements on ADS, which
must support complex workloads requiring gigabyte-level throughput and millisecond-level latency. More-
over, ADS should be elastic in the face of high-variation and unpredictable environments. Meanwhile, they
must be available at all times. We claim that no existing systems can meet all of these requirements.

In this thesis, we make the following contributions:
• Identify the challenges in supporting autonomous driving applications
• Propose a comprehensive time constraint mechanism for ADS to meet tight latency requirements
• Propose a hybrid fault tolerance mechanism for ADS to ensure reliability and availability
• Propose the prototype of CarOS, an open-source ADS that supports the development of real-time

autonomous vehicles
The rest of the thesis is organized as follows: §2 defines the problem space. §3 discusses related systems,

analyzing which aspects make them insufficient to be deployed in autonomous vehicles yet which aspects
can be leveraged. §4 focuses on designing time-related mechanisms for ADS based on existing concepts. §5
analyzes the existing fault tolerance solutions and proposes a hybrid solution. §6 demonstrates the solution
prototype.
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2 Problem Statement
Autonomous vehicles have rigorous real-time requirements. On average, it takes a human 0.96 seconds
to release the accelerator, 2.2 seconds to achieve maximum braking, and 1.64 seconds to begin steering
[44]. Moreover, it takes a human 100-150 milliseconds to react to a new signal in the best scenario [49]; in
autonomous driving, this is equivalent to the time from receiving a sensor input to making a control decision
based on this input. In order to achieve human-level safety, autonomous vehicles should react in less than
100 ms, which is perceived as an end-to-end processing latency constraint [39; 68]. Any delay in taking
actions can have catastrophic consequences. For example, if the vehicle travels at 70 miles per hour on
the highway, an additional 100 ms latency can increase stopping distance by 3 meters. The concept of the
time constraint is never explicit in ADS. Instead, developers try to impose ”virtual time constraints” through
conducting extensive testing. Certification approaches used in the automotive industry consider all possible
system behaviors in the testing and certification stages, which is impossible to do for autonomous vehicles
that learn and adapt online in an unpredictable physical world [40]. In addition to tight time constraints,
system failures may lead to catastrophic consequences. System failures are not corner cases as the average
occurrence of software and hardware faults ranges from 400 to 16,000 miles across leading companies [8].

The distinct characteristics of autonomous vehicles make it challenging to achieve such tight real-time
constraints. As an evolving field, autonomous vehicles feature increasingly complicated application pipeline
and diverse sensor inputs. Figure 1 shows a simplified dataflow graph of the state-of-the-art autonomous
driving pipeline [1; 9; 10; 64]. We summarize the properties of an autonomous vehicle into four aspects:
data forgetfulness, computation, runtime and hardware. In the following, we discuss the details of each and
explain how it influences meeting real-time requirements:

• Data is forgotten fast. An autonomous vehicle should only operate on fresh data. Historical data are
irrelevant as they will not contribute to making correct control decisions at the present. Autonomous
vehicles compute over much smaller time windows (milliseconds to seconds level) than other time-
critical applications do (e.g. streaming applications’ time windows are usually minutes, hours or even
days in size). Therefore, any stateful operation in ADS only contains a small state, and we consider
such an operation as quasi-stateless. Containing only stateless or quasi-stateless operations, ADS
need to reconsider their fault tolerance strategy.

• Computation is high-load and diverse. In practice, an autonomous driving pipeline can contain
hundreds of processing modules [1; 65]. For example, NVIDIA’s DRIVE AV runs more than 10 deep
neural network models simultaneously, together with a large number of computer vision and planning
algorithms, and requires approximately 250 trillion operations per second [56]. On another end, an
autonomous vehicle is equipped with a large number of sensors (e.g., a dozen of cameras, several
LIDARs and radars), which help improve algorithmic accuracy and increase sensor availability in
case of hardware failures. These sensors are required to publish data at a minimum frequency of 10
frames per second to ensure human-level safety [39]. In practice, each sensor can generate 1-2 GB/s
of data (see Table 2), which then get processed through multiple algorithms and neural networks
in real-time, leading to computation requirements that are at least 100⇥ higher than those of the
vehicles in production today [1]. In such a complex dataflow graph, defining time constraints is
already a problem: what exactly should these constraints restrict? A time constraint should address
multiple factors such as graph dependencies and individual module’s performance, which are hard for
developers to monitor. The frequency divergence and convergence of data paths in the graph can also
add ambiguity. For example, if a data path is influenced by another (e.g. due to synchronization), we
must address how its time constraint will be affected. In addition, the diversity of computation makes
it hard to find a unified solution to keep every component available at all times.
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Figure 1: Simplified Autonomous Driving Dataflow Graph. There are four main parts of an autonomous
driving pipeline: (i) sensors, which receive environment states, (ii) perception, which uses sensor data to
detect, recognizes and localizes objects around the vehicle, (iii) planning, which generates vehicle’s future
trajectories based on perception results, and (iv) control, which physically operates the vehicle based on the
planning results [53].

• Runtime has high-variation and is unpredictable. Complex computation logic and data content can
lead to high variation in runtime, and such a variation can be unpredictable. There can be occasional
bursts of computation load: a more complicated data (e.g. an image with more pedestrians to track)
can require much longer computation time, and it is impossible to learn the true ”worst case” during
profiling. Figure 2 uses components in the Apollo pipeline [10] to demonstrate this runtime varia-
tion. In addition, the involvement of external systems can increase unpredictability. For example, the
vehicle uses Tensorflow for modelling and communicates with external systems to retrieve mapping
and traffic information. As a result, runtime profiling is no longer sufficient to ensure real-time in the
physical world.

• Hardware is constrained. Unlike big data systems that can leverage an entire cluster of machines,
autonomous vehicles only have limited amount of hardware. Such a restriction makes it harder for
ADS to achieve resource elasticity by scaling up or achieve availability by running copies of all
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computation.

Hardware # f (Hz) BW (MB/s)
Backfly Camera 8 22 365
IMX390CQV Camera 8 60 960
VLS-128 LIDAR 5 10 75
Radar 21 40 8

Table 2: A self-driving car has several types of sensors that generate around 1 GB/s [1; 6; 65].
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Figure 2: The runtime of different Apollo pipeline components varies greatly.

Because of these characteristics, autonomous vehicles cannot avoid potential real-time constraint vio-
lations in the physical world. However, the current policies to deal with these violations are not sufficient.
When the system disengages, an autonomous vehicle will execute one of the three actions: (i) signals hu-
mans to take over, (ii) stops itself and (iii) crashes. (i) is the most common, but in high (level 4) and full
(level 5) automation, human intervention is not even an option [39]. Even in situations where human drivers
are presented, they might fail to react due to various reasons (e.g. lack of attention [50; 51]). In event
of system failures, some companies enable action (ii) by employing redundant hardware (e.g., deploying
critical components on independent power systems) and using backup computing to safely stop the vehicle
[1; 2; 66]. Nevertheless, in a safe autonomous vehicle, we should not take any of these actions and make
the system robust to any potential delays or failures. We believe that no existing systems can sustain such a
workflow while meeting the real-time requirements, which will be explained in the next section.
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3 Related Systems
The most widely-used software platforms in developing robots and autonomous vehicles is the Robot Op-
erating System (ROS) [9; 52; 64; 65]. However, ROS is far from satisfying our requirements for ADS,
which not only have reliability, safety, and real-time requirements similar to Real-time Embedded Systems
(RTES) but also have processing and throughput demands similar to Data Streaming Systems (DSS). In the
following, we analyze these related systems, exploring how they are insufficient or can be leveraged to serve
autonomous vehicles. Table-3 shows an overview of the system comparison between ADS and the related
systems.

System Purpose Time-
aware

Time
Con-
straints

Dynamic
Scheduling

Dynamic
Dataflow

Resource
Elasticity

Fault Tol-
erance

Message
Delivery
Guarantee

Modularity
and Evolv-
ability

ROS [52] robots, au-
tonomous
driving

No No No No No No No Yes

Ray [47] RL models No No Yes Yes Yes Logging,
Checkpoint

No Yes

Tensorflow
[3]

ML models No No Yes No Yes Checkpoint No Yes

RTES time-
critical
device

Yes Yes No No No Mostly re-
dundancy

No No

DSS streaming Yes No Yes No Yes Checkpoint Yes Yes
ADS autonomous

driving
Yes Yes Yes Yes No Hybrid Yes Yes

Table 3: System Property Comparison

3.1 AI Systems
ROS is originally designed for large-scale integrative robotics research. It is a flexible platform that allows
developers to build evolvable and modular applications. Applications implemented using ROS consist of
one or more ROS nodes (e.g, OS processes), which require users to manually deploy them on machines
(e.g., fork a new process to start new ROS node). ROS nodes communicate using either an asynchronous
publishers/subscriber pattern or a synchronous RPC service with no message delivery guarantee. We claim
that such a design is sufficient for implementing research prototypes but not for real-time production ap-
plications. Fundamentally, ROS is just a message communication layer; it is not a real-time system that
provides any form of time constraints or fault tolerance.

More recently, the prototype of a new version of ROS, ROS2 [54], was released to address the limitations
in ROS but the actual system is still under heavy development. Based on its published prototype [43], ROS2
changes the original communication middleware from ROSTCP to Data Distribution Service (DDS), which
provides a similar publisher-subscriber communication mechanism as ROS. DDS provides a distributed
discovery system so that a master node is no longer required. It also adds shared-memory transport (ROS
only uses TCP transport) and provides configurable QoS. Furthermore, Baidu’s Apollo [10] has an open-
source autonomous driving platform that was previously built on ROS but switched to their new open-source
middleware solution, CyberRT [7], which is similar to ROS but has its own task-graph-based scheduler.

All of ROS, ROS2 and Apollo have the following limitations:
• No Real Time: because these systems do not provide their own time constraint mechanisms, they

cannot monitor and regulate application runtime based on the constraints. ROS and ROS2 do not even
have a resource manager. Each ROS node is fixed to be run in one OS process, so scheduling and

9



resource allocation are completely handled by the RTOS. Without overseeing the overall workflow,
the system cannot make global decisions such as load shedding and message prioritization in order to
ensure real-time, and message bursts cannot be mitigated with the help of back-pressure.

• No Reliability: these systems have no fault tolerance mechanisms. For example in ROS, the core
master node which monitors publisher/subscriber topics is a single point of failure. Because they do
not have state management, they can’t recover a failed state.

• No Adaptability: it is hard to implement reactive applications that adjust when workflow (e.g. input
rate) or computation duration changes in these systems. For example, ROS does not support back
pressure, so messages will be dropped if a ROS subscriber node cannot keep up with the publisher
node. Similarly, in Apollo, there are occasional message delay problems. Figure-3a evaluates the
components built with Apollo and demonstrates the irregularity in their data sending.

• No Message Delivery Guarantee: these systems all use the publisher-subscriber communication
mechanism, which has no order guarantees for message delivery. The publishers and subscribers
maintain pre-configured fixed-size queues that drop messages when they are full. Moreover, there
is no notion of progress in these systems, so that they cannot guarantee message delivery through
progress checking.

In addition to these execution platforms designed particularly for robots and autonomous vehicles, there
are many other frameworks used in implementing AI algorithms such as Tensorflow and Caffe [3; 34].
However, these frameworks focus on providing fine-grain operators for machine learning model developers.
They also focus on optimizing for batch processing since model training is their target application. Ray [47]
is another dataflow graph execution system designed for reinforcement learning applications. In order to
train and deploy learning policies, Ray needs to focus on facilitating stateful computation (e.g. simulator,
model), therefore using global state storage and actor model to make state editing and management more
efficiently, a functionality that is at odds with the needs of ADS. Moreover, Ray is not a real-time system so
it is not time-aware and does not provide any time constraint mechanism, and its message delivery latency
is higher than that in ROS.

3.2 Real-time Embedded Systems
Real-time Embedded Systems (RTES) are systems that are built on Real-time Operating Systems (RTOS)
and execute multiple tasks in the real world with strict time requirements and limited hardware resources.
Such systems are used in a wide range of devices that assist humans in interacting with the real world, such
as telephones, vehicle controls, military weapon devices and aircraft controls. Depending on the needs of
the devices, RTES have different levels of strictness in terms of their time constraints: hard, soft and firm.
Missing a hard time constraint is considered a system failure and will cause catastrophic consequences such
as loss of human lives. Systems like aircraft controls usually have hard time constraints. Systems with soft
time constraints try to reach deadlines but do not fail if a deadline is missed; instead, they degrade their
performance metrics to signal the system to improve responsiveness. Systems like cruise control and en-
tertainment video delivery software fall into this category. Furthermore, systems with firm time constraints
treat information delivered or computations made after a deadline as invalid while degrading their perfor-
mance metrics, which is closer to a soft real-time system. Systems like robots on the assembly lines could
be considered to have firm time constraints. ADS are considered most similar to the hard RTES like aircraft
control systems because they share a similar level of safety concern.

However, there are still multiple major aspects that hard RTES are at odds with ADS:
• Strictness of Time Constraints: although both systems can cause catastrophes when violating a

time constraint, ADS should not consider it as a system failure; instead, they can initiate different
strategies to deal with violations, such as stopping the vehicle or shedding loads to prevent future
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Figure 3: Apollo’s components do not output data regularly. They unpredictably, fail to meet deadlines and
to output data.

violations, but these strategies are not options for an aircraft. Therefore, ADS should not enforce hard
time constraints.

• Predictability and Determinism: a key requirement for tasks running on hard RTES is predictability
- the timing behavior of all tasks must always be within an acceptable range [58], but this is in-
feasible for autonomous vehicles to achieve (explained in §2). On another end, hard RTES usually
deal with deterministic workflow. Therefore, most research efforts in real-time systems target RTOS
and programming languages [46], aiming at avoiding non-deterministic operations in the execution
paths (e.g., page faults, dynamic memory allocation, synchronization primitives that block indefi-
nitely). However, since ADS ensure real-time by having time constraints influenced by wall-clock
time and dynamic dataflow strategies to meet time constraints (see details in §4), they are dealing
with non-deterministic workflow in the application level. As a result, studying RTOS does not solve
our problem.

• Isolation: the key design principle in hard RTES is isolation - different processes have different pri-
orities, and high priority processes run on separate machines. For example, flight control is physically
separated from cabin environment control. However, ADS are not self-contained as they depend on
external large codebases (e.g. Tensorflow) and communicate with external systems (see details in §2)

• Throughput: ADS deal with much higher throughput than most hard RTES do. For example, a
modern luxury vehicle has 60× more code than an F-22 fighter jet [40] as the land has much more
information to be processed than the sky. Moreover, these aircraft usually have a straighter and clearer
route to follow while having less external objects to interact with.

• Testing: Given the multitude of situations they can encounter, autonomous vehicles are validated
on public infrastructure instead of in-house simulation. Testing on the road exposes the vehicles to
significant risks.

• Modularity and Evolvability: autonomous vehicles are required to be updated much more frequently
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than hard RTES because autonomous driving is still an unsolved domain undergoing rapid innovation.
RTES typically target problems whose solutions are well understood and stable. As a result, the
developers of RTES assume they rarely change and often design them as monolithic systems that
tightly integrate hardware and software.

All the above points besides the last one show how RTES and ADS are designed for very different
purposes and that RTES is insufficient for building autonomous vehicles. The last point on modularity and
evolvability reveals the key reason we should not use RTES as a backbone for ADS. However, the reliability
requirements of RTES is very similar to that of ADS. Hardware redundancy and software diversity are the
most common fault tolerance mechanisms implemented in RTES, while some RTES also leverage a hybrid
solution that incorporates a diverse set of mechanisms [4], which could potentially be leveraged by ADS.

3.3 Data Streaming Systems
Distributed data processing system is a well-studied domain in system research. It is divided into two major
areas: batch processing and stream processing. ADS have fewer overlaps with batch processing systems
[20; 31; 69], which target big data analytic applications and interact with finite data stored in the database.
Their primary goal is to optimize throughput. They ignore the continuous and real-time nature of data. On
the contrary, Data Streaming Systems (DSS) [5; 14; 48; 63] share some properties with ADS as they both
deal with infinite and continuous streams of data (e.g. webpage monitoring logs, stock market trading data,
bank transactions) and these streams are required to be processed immediately.

Similar to ADS, DSS are time-aware, but they are still different from ADS in the following aspects:
• Control of Data Source: DSS may interact with external remote applications (e.g., webpage running

on a different machine, cloud databases) to get data source. Therefore, they do not have control over
the arrival time and order of the data because the data may be lost or delayed. In contrast, ADS rely
on in-house sensors which communicate directly with the system on the same machine.

• Latency: DSS are still not fast enough given autonomous vehicles’ high processing load and millisecond-
level execution latency requirement.

• Time Constraints: DSS have no notion of deadlines. Their notion of latency requirement is more
of a Quality of Service (QoS) measurement component running on the side to monitor the overall
performance over a certain time span. ADS require time constraint specification and monitoring on a
per-message-level granularity.

• Data Forgetfulness: sometimes DSS require large time windows (state) to compute over historical
data. Quasi-stateless operations are much more common in autonomous vehicles than streaming
applications.

• Fault Tolerance: rollback is a common strategy to ensure reliability in streaming systems. However,
because of the quasi-stateless property of autonomous vehicles, recovering historical data is not a
concern for ADS.

• Resource Elasticity: DSS usually run in large-scale cluster environments, which allow them to
achieve better resource elasticity. Resource elasticity is referring to dynamically allocating computa-
tion resources among tasks during runtime so as to meet performance metrics and improve resource
utilization. DSS leverage mechanisms such as resource scale-up [5; 15; 41; 67]. However, ADS are
unable to achieve this level of elasticity due to their hardware constraints.

Regardless of the differences in application requirements, the dataflow model of DSS is applicable to
ADS. Decades of research in dataflow systems have demonstrated their ability to simultaneously support
high-performance computation and fast-evolving applications. Modern dataflow systems usually follow a
master-worker architecture pattern and use a dataflow graph at execution time to oversea the tasks and the
communication between them. Such a mechanism can not only provide application developers with a more
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unified programming model, but also facilitate system developers to implement time constraint and fault
tolerance mechanisms based on global decisions. Therefore, we claim that ADS should be designed using a
dataflow approach.
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4 Time Constraints
We describe a list of time-related mechanisms that are important to make ADS real-time. For each mecha-
nism, we analyze their existing solutions and whether these solutions are applicable to ADS.

4.1 Timestamped Dataflow
Before addressing time constraints, we should first discuss the notion of time. On a high level, there are two
types of time: physical (wall-clock) time and logical time. Physical time makes a system non-deterministic,
so the system usually has its own clock system that creates logical timestamps to indicate time-related
properties of the data. For systems that are time-critical and message-order-aware (e.g., DSS), their dataflow
usually carries timestamps. These timestamps serve the purpose of (i) maintaining processing order of data,
(ii) tracking progress at asynchronously running operators, (iii) measuring time-related metrics of the system
(e.g. QoS) and (iv) realizing time constraints.

To satisfy (i) and (ii), a timestamp needs to serve as an order number for the message. For example, a
timestamp can indicate the creation time of the message; it is created at the source operator of the dataflow
graph and can be defined differently based on the application need (e.g., event time, ingestion time) [5; 14;
63]. Naiad [48] uses more advanced logical timestamps to achieve (i) and (ii) for cyclic graphs. Its logical
timestamps include iteration counters that indicate data’s position within a certain iteration. In systems that
needs to meet QoS requirement [42], timestamps are only created in certain time interval to measure QoS
metrics. Other systems like PTIDES [21] use timestamps to implement deadline mechanism (see details in
4.4). ADS should at least achieve (i), (ii) and (iv).

4.2 Clock Synchronization
If logical time is used in a distributed system, clock synchronization can be an issue. If the system has
operations that require a synchronized clock, there are two solutions: (i) ensure single system clock and
(ii) synchronize when necessary. (i) is rigid and not robust as all components need to progress in lockstep,
and (ii) can create high communication overhead. Some systems [22; 35; 45] choose to loosen such a
synchronization criteria by allowing an components to be synchronized for a bounder time error combined
with user-provided upper time bounds on processing and network latencies.

However, clock synchronization is a less severe problem for ADS. Unlike data centers where fine grained
clock synchronization is difficult to achieve since data is received from external sources, ADS can easily
achieve synchronized clock because

• Data are generated by local sensors
• Hardwares are not shared across entities
• Network traffic is generated and controlled by a single entity

ADS can leverage PTPd on the top network priority [26] to synchronize clocks across devices with high
precision.

4.3 Progress Tracking
Progress tracking is concept created in DSS to better ensure the order of processing data that may arrive
out-of-order. The traditional ways to deal with orderly dataflow include rollback and sending null messages.
Some systems speculatively process events even when there is no assurance that these events are in order,
and roll back if necessary [33], while some send null messages in order to provide lower bounds on the time
stamps of future messages [17]. To avoid sending redundant null messages, PTIDES [21; 70] uses minimum
model-time delay (static analysis) to avoid null messages while capturing dependency.

In modern DSS [5; 14; 48; 63], three alternatives of progress tracking approaches were proposed to avoid
sending null messages: (i) watermarks, (ii) out-of-band progress notifications and (iii) clock synchronization
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combined with user-provided upper time bounds on processing and network latency.
In method (i), watermarks are generated in the source operators of a dataflow graph, passed to the

downstream operators, and flow as part of the dataflow [5; 14]. Watermarks help different components in
an application share progress with each other, therefore preventing them from waiting for data sources that
are outdated or do not exist. With watermarks, each component can make progress-based decisions locally.
However, given the tight latency requirement in ADS (e.g., 100ms), Figure-4 shows the end-to-end latency
limitation of Flink’s watermark delivery. There are also several other limitations of watermark mechanisms:

• P1: Slow Path Blocking. In an intermediate synchronization operator, progress depends on all input
streams and the system users cannot configure progress dependency. As a result, the operator can get
blocked by a slow input stream because it requires watermarks from all inputs to send downstream
progress. In the best case when there are no synchronization in the dataflow, the system can still be
blocked as it progresses at the frequency of the lowest frequency source operator.

• P2: Loop. In a cyclic graph, if there is no way for an operator to identify watermark coming from a
backtracking input stream, the operator will receive backward progress, thus causing errors.

• P3: Future Progress Blocking. It is not possible to issue future progress at intermediary operators.
Here is a sample case in autonomous driving: a prediction operator receives object bounding boxes
every n camera frames received by its upstream detection operator, and predicts locations of the boxes
for N � 1 future frames. If n = 4 and the prediction operator receives a frame with event time t, it
will predict and issue bounding boxes with event time t +1, t +2, t +3, pass along a watermark with
event time t, and wait for the next frame t +4 to arrive. Ideally, we want it to pass a watermark with
event time t + 3 so that it does not block downstream progress unnecessarily, but these watermarks,
once generated by source operators, cannot be modified by the intermediary operators.

• P4: Network Overload. To keep the system up-to-date, source operators should continuously gener-
ate watermarks (ideally one watermark after each message), yet this may lead to network overload.

Method (ii) uses a global progress tracker to receive progress from individual operators and broadcast
out-of-band notifications to all [48]. Such a mechanism executes a distributed algorithm, which does not
provide low latency progress tracking. It not only does not solve P1 and P3 problems in (i), but also makes
it hard for the dataflow to be reconfigured at runtime (e.g., operator scale-up). Method (iii) requires users to
provide upper time bounds for each operator and the network, which is not feasible in the rapidly changing
environment of autonomous vehicles development.

We claim that (i) can potentially be a suitable progress tracking mechanism for ADS if we add extra
logic to allow watermark modification at intermediate operators. While we can eliminate P1-P3 by doing
so, we cannot avoid P4.

4.4 Time Constraints
Time constraint is a common concept in real-time systems. A time constraint restricts a certain property of
the system. There are three questions to ask when designing a time constraint:

• Q1: What does it restrict?
• Q2: On what granularity level does it restrict?
• Q3: Does it restrict a self-contained process in the system or a process that interacts with the physical

world?
From one perspective to address Q1, a time constraint can either restrict the performance of the system

(e.g. latency) or regulate the behavior of the system (e.g. response rate) [61]. From another perspective,
a time constraint restricts the time elapse between the occurrence of two events and it serves as an upper
bound, a lower bound, or a fixed duration [19]. These events can be either stimuli from the environment
(e.g. camera sends in an image) or responses from the system (e.g. control outputs an action). Existing
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(a) End-to-end latency timeline of no-window pipelines: a no-window pipeline chains a sequence of
dummy operators with no computation latency. The depth of the pipline denotes the number of the chained
operators.

(b) End-to-end latency timeline of window pipelines: a window pipeline chains a sequence of window
(synchronization) operators. Each window waits for one message from each of the two input streams and
joins them.

(c) Latency breakdown of synthetic pipeline: the pipeline follows the dataflow graph in Figure 10 but with either
dummy or window operators.

Figure 4: Flink Progress Tracking Latency Evaluation. The latency denotes the watermark travel time.
At the source operator, we send one watermark after each message, which is a 1024x768x3 (2.25MB) image
frame published at 30 frames per second frequency. The latency spikes in the graphs are caused by Java’s
garbage collection. The experiment is setup on a 12-core machine and configured to have one task manager
with one task slot. We eliminate any buffering time during message delivery.
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systems use different methods to implement these mechanisms: MillWheel [5] allows users to define timers
within individual computation unit to be triggered upon either wall-clock time or watermark; Nephele [42]
provides QoS constraints, which are considered loose because they only impose descriptive statistics (e.g.,
mean latency) constraint on data items within a specified time span.

For Q2, a more granular time constraint means it exists in the lower level computing of the system. For
example, ROS2 [54] uses DDS as a communication layer to achieve real-time in the sense that it allows
developers to configure the deadline in order to guarantee QoS. Such a deadline only exists on the commu-
nication level, ensuring that the messages can be transported within a certain time frame and will not be
dropped as in ROS. A time constraint with higher level of granularity lives in the application level. For ex-
ample, Nephele [42] allows users to provide latency constraints on the job graph. Such a higher granularity
time constraint can restrict more properties in the system, such as the latency of individual task running,
data transporting in a channel or a sequence of tasks and channels.

For Q3, the involvement of physical world requires the system to use physical time to check time con-
straint violations, and thus make the system non-deterministic. On the contrary, a self-contained time con-
straint only uses logical time to measure an internal property of the system (e.g. data transporting latency),
so it makes the system deterministic. The latter is the assumption in the domain of traditional real-time
computing research, but the assumption does not hold true for ADS.

ADS require application-level time constraints that interact with the physical world. They should restrict
per-message-level latency rather than the QoS descriptive statistics. They should restrict the latency of a
sequence of tasks and regulate the pace of the dataflow. For a dataflow-graph-based ADS, granularity level
can be further broken down into operator-level (local) and graph-level (global). In the following, we discuss
Q1 in details for each granularity level.

4.4.1 Operator-level Time Constraints
The purpose of operator-level time constraints is to restrict latency of individual tasks. We divide them into
four categories:

• TC1: Message Processing Deadline: the deadline for processing input messages in an operator. An
operator can have multiple inputs and outputs, resulting in multiple data paths formed by different
input-output pairs. Figure 5 demonstrates how message processing deadlines are defined in different
scenarios.

• TC2: Timestamp Processing Deadline: the deadline for processing all input messages tagged with
the same timestamp, or timestamps within a specified time window.

• TC3: Maximum Inter-output Time: the maximum time elapsed from the last time the operator
outputs a message to the time it outputs a new message. This is similar to an output frequency with
an upper bound on output intervals instead of a fixed interval.

• TC4: Loop Processing Time: the maximum time elapsed from the operator receives an input x to
it receives another input that is associated with input x. Such an association can be identified using
logical timestamps [48].

TC1, TC2 and TC4 ensure timely processing, while TC3 ensures availability. Autonomous vehicles
require both guarantees: timely processing ensures that new sensor data are processed in a timely manner,
while availability ensures that data progress even when they are delayed or absent (e.g., control operators
must regularly output control commands). In an ideal setting where we could accurately identify which
input message leads to which output message, we would not need TC3.

Having only operator-level time constraints is not sufficient because they are irrelevant if the operator
does not receive input messages on time. Therefore, we need time constraints on a higher granularity level.
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(a) 1-to-1 mapping: TC1 restricts the time elapse
from input i receives a message to output o sends it.

(b) 1-to-many mapping: we can either restrict one
path or all paths to be critical. Restricting one path
is equivalent to 1-to-1 mapping, while restricting all
paths is equivalent to the processing time of the slow-
est path.

(c) Many-to-1 mapping: only happens in two types of operators: join and synchronization. Both operator
types allow defining all paths as critical, in which case TC1 restricts the processing time of the slowest
path. However, only join operators can deal with a mix of critical and non-critical paths: a non-critical
path is behind progress, the operator will wait for it until its deadline is due, at which point the operator
will just join critical stream message with either a null message or the last message received on the non-
critical stream. on the other hand, synchronization operators have to wait on all paths unless we loosen the
synchronization.

(d) Many-to-many mapping: a combination of 1-to-many and many-to-1 mapping.

Figure 5: Specify TC1 for Operators with Different Number of Inputs/Outputs, where p denotes the pro-
cessing time.
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4.4.2 Graph-level Time Constraints
The purpose of graph-level time constraints is to monitor the latency of a sequence of tasks so that we can
define end-to-end deadlines. The types of time constraints are equivalent to those described in the operator-
level as we can simply replace single task processing with task sequence processing. However, Figure 6
shows several challenging cases that we should consider when designing time constraint mechanisms for
ADS.

4.5 Time Constraints Violation
For time-critical applications, profiling is commonly used to estimate runtime for different components
beforehand. However, profiling is only sufficient if either the application workflow is predictable or their
performance metrics do not concern the corner cases (e.g., mean latency in QoS). For autonomous driving,
neither of these two assumptions holds true. Besides software and hardware failures (addressed in §5), there
are three other potential reasons that time constraints can be violated at runtime after extensive profiling:
(i) data delay and (ii) bursts of computation load. (i) refers to the case when sensor data are not produced
reliably, while (ii) describes the scenario when an operator receives complicated data (e.g. an image with
more pedestrians to track) and requires much longer computation time. It is impossible to learn the true
”worst case” during profiling.

Time constraint violations can be prevented on the operator level. In the following discussion, we assume
that the system knows the estimated runtime distribution for each component in the application. With such
an assumption, an operator, upon receiving a message with a time constraint, can know how much time it
has left until the time constraint is violated and what the estimated time is to flow through the rest of the
pipeline. With these information, the operator can make local decisions to perform preventive strategies.

There is an important category of preventive strategies that ADS should leverage: Dynamic Dataflow –
dynamically changing dataflow at runtime to meet time constraints. We list out a few properties that we can
change about the dataflow at runtime:

• Dataflow Content: drop or prioritize data. Strategies like this include load shedding and message
prioritization [36; 59; 60].

• Graph Configuration: if the system supports dynamic graph, it can scale up certain operators and
execute them in parallel to deal with workload bursts [47]. For example, developers may want to
spawn more object trackers in response to an object detector that detects many objects in a sequence
of frames.

• Dataflow Routing: for critical computation, users can design a backup component or path to run in
parallel. This backup should be more time efficient yet may degrade accuracy as a trade-off. Upon
immediate time constraint violation, the system can take the output from the backup component. For
example, a state-of-the-art object detection component in an autonomous vehicle has a relatively high
process time. The user can run a faster yet less accurate detection component in parallel and have the
downstream component listen to both. The downstream component only processes outputs from the
more accurate detector during normal operation but will switch to the faster detector when necessary.

Above strategies are more effective if they can be executed on the graph level by a centralized or dis-
tributed controller, which can incorporate time constraint statuses of all critical operators to make global
decisions. However, preventing time constraint violations on the graph level is out of the scope of this
thesis.
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(a) Path with a Byroad: in this case a critical path cannot be defined merely by an input-output pair.
Additional logic needs to be executed at the diverging point of the graph (the operator denoted D) to
determine which downstream path is affected by time constraint.

(b) Path with a Cycle: this case is similar to (a) yet with a different diverging point.

(c) Path with a Merge: the converging problem at operator C is fundamentally the same as (c) in Figure 5,
therefore no additional handling is required.

(d) Path with Overlapping Deadlines: part of the path is affected by two deadlines. Locally, an individual
operator can use the most immediate deadline as the target constraint, but ideally the system should be able
to make dynamic global decisions based on both deadlines. For example, if operator A receives a message
that has 1 second left until violating deadline 2 and 2 seconds left until violating deadline 1, operator A
will locally decide deadline 1 as immediate deadline. However, if the processing time between B and C
is 1.5 seconds, this message may miss deadline 2. Therefore, it is important to incorporate both deadlines
and make global decisions.

Figure 6: Challenging Cases for Graph-level Time Constraints
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5 Fault Tolerance
As mentioned in §1, software and hardware failures are two of the key causes of disengagement in au-
tonomous vehicles. These failures include sensor failures, computing hardware failures, and software bugs,
which are hard to be eliminated through extensive testing. They can be catastrophic if the system does not
handle them either proactively or reactively. For example, the vehicle can suddenly stop in flowing traffic
if the control component fails and the system does not have a backup. Or, the system can make a wrong
decision if the pedestrian detector fails and the system misses a few critical camera frames.

Fault tolerance is a well-studied topic in system research. A variety of solutions have been proposed
for applications that are time critical and process unbounded data. However, the fault tolerance problem of
autonomous vehicles is distinct from others due to four aspects:

• Strict Time Constraints: autonomous vehicles are time critical as control actions are often required
to be delivered within a strict time constraint. Such a requirement also restricts the time overhead
induced by running a fault tolerance mechanism during normal operations of the system and by re-
covering from failures.

• Exactly-once Message Delivery: exactly-once delivery includes processing messages in timely or-
der, ensuring no messages are missed and no duplicated messages are delivered. Any violations could
be catastrophic: missing messages or processing disordered messages can cause significant decrease
in accuracy (e.g. pedestrians would not be detected if the object tracker does not receive all bound-
ing boxes from the detector), and duplicate messages not only waste computation resources but also
produce unwanted outputs (e.g. duplicate control commands can cause vehicle to over-steer).

• Quasi-stateless: autonomous vehicles ‘forget’ about data fast, so the operators only needs to keep
track of a small amount of data. This property puts an upper bound on the time it takes to recover a
failed operator.

• Resource Constraints: a combination of the limited machine resources we can place on a vehicle
and the complexity of its computation graph, we are unable to make copies of every computation unit
and every data path to run them in parallel as backups.

There are existing fault tolerance evaluation metrics [30] that we can use to describe the above charac-
teristics in a more concrete way:

• Normal Operation Overhead: the additional latency caused by running fault tolerance mechanism
during normal operation when no failure occurs.

• Recovery Overhead: the additional latency caused by a failure incident.
• Recovery Precision: how different the recovered state and message delivery are from those before the

failure. [30] categories recovery precision as precise, rollback and gap. Precise reconstruct the exact
same state as before the failure and achieves exactly-once message delivery. Rollback reconstructs
an equivalent state while duplicated messages are possible, therefore only achieving at-least-once
message delivery. Gap spins up failed task from scratch without reconstruction of the state, achieving
at-most-once message delivery.

• Resource Efficiency: how much additional resources the system needs to execute the fault tolerance
mechanism.

With these metrics, we can impose four requirements on an ideal fault tolerance mechanism for ADS: (i) low
normal operation overhead, (ii) low recovery overhead, (iii) high recovery precision, and (iv) high resource
efficiency.

To simplify the fault tolerance problem, we assume that the operators are fail-stop – they fail by stopping
execution and losing the operator state, and the failures are detectable by other operators. Furthermore,
we assume that operators communicate through reliable and in-order communication protocols across the
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network (e.g., TCP), and within a machine (e.g., message queues). Finally, we assume that operators are
internally deterministic (i.e., they do not contain logic that depends on time or on processing time message
arrival, and do not use randomization). However, we cannot assume determinism on the overall dataflow
because operators may depend on the arrival order of messages on different input streams. For instance, if
the user implements dynamic dataflow mechanisms (see details in §4.5), an operator may first execute data
received from a faster input stream before it executes on the ones received from a slower input.

In the following sections, we discuss in details about some of the existing fault tolerance mechanisms and
determine if they have potential usability in ADS. We place these mechanisms into three general categories:
(i) amnesia, (ii) active replication and (iii) rollback. Amnesia strategies simply detect and restart failed
operators, disregarding the missed messages during the failure. Active replication strategies fully replicate
operators and run replicas in parallel with the primary one. Rollback strategies reset dataflow to a past
time point and resumes processing from then. We discuss the trade-offs each of these solutions makes with
the evaluation metrics and how it fits into the application needs of autonomous vehicles. Table-4 shows a
summary of the analysis.

Mechanism Normal Operation
Overhead

Recovery Over-
head

Recovery Preci-
sion

Resource Effi-
ciency

Amnesia Low Low Gap High
Active Replication Low Low Precise Low
Logging & Replay Low High Rollback/Precise High
Checkpointing High Medium Rollback/Precise High

Table 4: Fault Tolerance Mechanisms Evaluation [30]

5.1 Amnesia
Amnesia is a straightforward mechanism as it simply starts up a new copy of the failed operator and resumes
processing data received from the point of recovery without fully recovering the damage incurred from the
failure. The damage can lead to (i) the loss of messages during failure and (ii) the loss of operator state.
Amnesia is usually applied to stateless operators which are not affected by (ii). For stateful operators,
Amnesia does not rebuild the original state but rebuilds states using new input messages.

Amnesia is a low-cost mechanism with low recovery precision as a trade-off. During normal operation,
the system does nothing besides monitoring statuses of the operators to detect failure, so the fault tolerance
overhead during normal operation is negligible and the additional resource required is low. Upon failure,
the system restarts the failed operator, which also induces negligible overhead if the operator is stateless. If
the operator is stateful, the recovery overhead depends on how long it takes to build a new state. Amnesia
features gap recovery precision as it only guarantees at-most-once message delivery.

In ADS, Amnesia is suitable for stateless and quasi-stateless operators that are not safety critical. For
example, operators that do high-level routing, path planning and GPS can miss several messages without
affecting safety.

5.2 Active Replication
Active Replication achieves fault tolerance through redundancy, running multiple copies of a task/path in
parallel on different machines. When designing an active replication strategy, we should consider (i) the
trade-off between consistency and availability and (ii) the coordination granularity. The consistency in (i)
refers to whether different replicas have the same the messages flowing through and whether they maintain
the same states. Consistency requires extra coordination mechanism to insert synchronization (lockstep)
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among replicas, making sure that all replicas run deterministicaly and receive input messages in the same
order. The trade-off of having high consistency is replica coordination, which decreases the availability
of the system as it will not continue processing until replicas are coordinated. A less consistent yet more
available mechanism would allow replicas to run out-of-sync while fixing the out-of-sync replica later when
needed [11].

Aspect (ii) refers to the granularity at which replicas are coordinated, which influences the number of
operators affected by a failure. For example, if replicas are coordinated only at the beginning and the end of
the replicated pipelines, a single operator failure brings down the whole replica, and the cost of recovering
the whole replica will grow linearly with the state size of the whole replica. And before the replica is
recovered, the primary running pipeline must either stop to help recover the replica (copy state over to
reconstruct the state) or continue executing with decreased fault tolerance.

There are three existing techniques that leverage different trade-offs for (i). The most traditional tech-
nique is to use process-pairs [24; 25] to execute all replicas in lockstep. All replicas must be synchronized
before they proceed, therefore achieving the highest consistency. Unlike process-pairs, techniques in sys-
tems like Borealis [11] provides greater flexibility by making the consistency trade-off configurable. It uses
a special operator at the beginning of a fault tolerant data-flow as a coordinator that provides different ex-
tent of synchronization. If prioritizing availability, the operator allows tentative messages to be processed
when any replica fails, passing down partial inputs and correcting them later when stable inputs are available
again. However, in order to correct these partial messages, Borealis has to incorporate logging and replay or
checkpointing mechanisms (see §5.3 for details) to re-run computation on stable inputs. On the other hand,
techniques like Flux [57] offers a looser synchronization mechanism than lockstep while still maintaining
high availability in most cases. It inserts special coordination operators both at the beginning and the end of
a fault tolerant dataflow to record the progress difference among different replicas. Upon a replica failure,
other replicas can take over and use the recorded progress to catch up with the progress right before the
failure. Therefore, Flux ensures high consistency in all cases and high availability during normal operation,
while sacrificing availability during failure. However, neither of Flux nor Borealis addresses fault tolerance
of these special coordination operators and assumes they are always available.

Overall, active replication achieves precise recovery precision, low normal operation overhead and low
recovery overhead, while sacrificing resource efficiency by doing redundant work. Its coordination mecha-
nism ensures exactly-once message delivery but induces a small amount of overhead during normal opera-
tions. Figure 7 evaluates the coordination latency of Flux implemented on ROS. During failure and recovery,
the process of recovering the failed replica might induce some latency due to state transfer, but the latency
should be way lower than replaying messages. The amount of additional resources required depends on
how much of the pipeline are replicated, but it will be much more than no-replication fault tolerance since it
induces duplicate processing on all messages.

Active replication targets operations that have a low tolerance for failure and delay. In autonomous
driving, operations like this include time-critical components such as the control and the object detector.
These operations require high availability, high consistency within small time windows, and should not
rollback to past messages. Therefore, among the three mechanisms discussed above, Flux seems to be the
most suitable option. The strict synchronization in process-pairs might introduce interruption latency, and
the rollback and correction mechanism in Borealis is not suitable for these critical components.

5.3 Rollback
Rollback refers to strategies that reset the system to a previous state and execute from then. Different
rollback strategies involve storing different states and deploying different methods to store these states.
There are two major rollback methods: (i) logging and replay and (ii) checkpointing. (i) only saves the
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(a) Replication vs. No Replication End-to-end Latency Timeline in ROS Depth-5 Pipeline

(b) Replication vs. No Replication End-to-end Latency Timeline in ROS Depth-10 Pipeline

Figure 7: Flux Active Replication Coordination Latency Evaluation in ROS. End-to-end latency denotes the
message travel time through the pipeline. The message is a 1024x768x3 (2.25MB) image frame published
at 30 frames per second frequency. The experiment is set up on a 12-core machine.

changes of the states (e.g. message delivered within a certain time frame), while (ii) usually records the
entire state of the dataflow at predetermined time points.

Logging and Replay: the mechanism features recording the change of states with different storage op-
tions. The most straightforward method is to log changes onto persistent storage (e.g. disk), from which
the recovered operator can retrieve and re-execute the logs. If the state change required to log is small and
can be fit into memory, we can use passive standby [30] that deploys a replicated operator to log the state
changes of the primary operator in memory and replay the logs when the primary fails. Upstream backup
[30] uses the upstream operator of the target operator to log the messages flowing between them. More
specifically, the upstream operator logs its output messages and re-sends them when a failed downstream
operator recovers. If the application wants to achieve precise recovery, both passive standby and upstream
backup need to add extra coordination logic with downstream neighbors so as to drop state changes that no
longer influence downstream. However, coordinating with direct downstream neighbors results in adding
cascading back pressure edges from downstream neighbors all the way to the sink operators, which induces
extra overhead.

If incorporating progress updates, the logging and replay mechanism will have high recovery precision
(exactly-once message delivery). It has a low normal operation overhead and high resource efficiency be-
cause the operators are simply logging state changes of a single operator. However, it can potentially have a
high recovery overhead since the operators need to replay the logs to reconstruct the state.

Checkpointing: it refers to saving the entire state (snapshot) of the dataflow graph with a certain frequency
and rollback to one of these states (usually the most recent one) upon failure. There are two common check-
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pointing strategies implemented in modern DSS: (i) persistent state updates and (ii) distributed snapshots.
DSS such as MillWheel [5] and Storm [63] require operators to only acknowledge receipt of a message

after they have checkpointed the updated state and outputted messages to downstream, so upon failure and
rollback, the system will only restore changes caused by the acknowledged messages. This eager check-
pointing and logging strategy has several benefits: processes can dynamically join and leave the dataflow
because the fault tolerance mechanism does not require to keep track of the data-flow graph, not-failed
operators do not have to recover from checkpoints, and operators can choose locally when to checkpoint.
However, the strategy has two main drawbacks that make it incompatible with the low latency and high
throughput requirement of autonomous vehicles: it has low-throughput because all state mutations must be
persisted, and has high-latency because output messages must be acknowledged by downstream operators
before next incoming message can be acknowledged.

Other systems like Flink [14] and Naiad [48] optimize for overall throughput over latency and resource
cost. They implement fault tolerance strategies based on Chandy-Lamport Snapshotting [16], which requires
operators to checkpoint state upon the receipt of marker messages that are periodically propagated through
the dataflow. The scheme guarantees that a consistent global state is checkpointed and implicitly guarantees
that cascading rollbacks will not occur. However, it has several limitations. First, in order to guarantee
exactly-once semantics, output operators (e.g., control) can only release outputs that are captured by the
latest checkpoint. In other words, the maximum frequency at which checkpoints can be sent is coupled with
the frequency at which they are taken (e.g., vehicles could only send control commands every 5 seconds
if checkpoints are only taken every 5 seconds). Second, in case of a failure, all operators (including non-
failed operators) must rollback to the latest checkpoint. Such rollbacks would have catastrophic effects on
autonomous vehicles because they also affect safety operators, which have to restore state from checkpoints
and replay old data. Third, source operators, which in Flink implicitly introduce marker messages via
watermarks, control the low time bound at which checkpoints can be taken; operators can at most checkpoint
after every watermark, but cannot checkpoint if they have not received a watermark. Finally, all operators
must checkpoint at the same watermark frequency, regardless of the operator type and if it is a suitable time
or not. Otherwise, checkpoints would not be globally consistent, and thus frameworks would have to keep a
history of checkpoints, find a globally consistent view across operators, rollback to potentially older check-
points, and garbage collect checkpoints.

Either form of checkpointing creates high latency overhead, leading to latency spikes during normal
operation. Figure-8 shows this overhead by evaluating Flink, which uses a type (ii) checkpointing strategy
called Asychronuous Barrier Snapshotting [13; 14].

Rollback recovery is suitable for operations that require either at-least-once or exactly-once message
delivery. Logging and replay is suitable for quasi-stateless operators whose states depend only on a small
number of recent input messages and therefore can recover quickly. Autonomous driving operations like this
include the object tracker, which tracks a certain object in image frames for a few seconds and the tracking
latency for each frame is very low. Moreover, checkpointing places an upper bound on how many messages
must be replayed so it is suitable for operators that are quasi-stateless and cannot catch up quickly.

5.4 Fault Tolerance in ADS
Based on the above analysis, there is no single fault tolerance strategy that can satisfy all requirements
for ADS. Different operations in autonomous driving require different trade-offs between latency overhead,
recovery precision and resource efficiency. Table 5 illustrates fault-tolerance-related properties of each
operation module in ADS and proposes the most suitable strategy.

We recommend active replication strategies for components that are on the critical path between sensors
and control commands and rerunning them will potentially cause deadline misses. Any failure, delay or
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Figure 8: Evaluate Flink’s checkpointing latency during normal operation (no failure) with varied total
operator state sizes, which are denoted by the number of frames. The source operator publishes 1024x768x3
(2.25MB) image frames at a frequency of 30 frames per second. The system performs checkpointing every
5 seconds.

Operation Critical State Size Catch Up Time
if Rollback

Message Delivery
Requirement

Recommended
Strategy

Sensor Connector yes stateless low exactly-once logging replay
Segmentation yes stateless low exactly-once logging replay
Detector yes stateless high exactly-once active replication
Object Tracker no quasi medium exactly-once logging replay
Localization no quasi medium at-most-once amnesia
Motion Planner yes stateless low exactly-once logging replay
Route Planner no quasi low at-most-once amnesia
Control yes stateless low exactly-once active replication

Table 5: Fault Tolerance Needs of Different Components in ADS

inaccuracy occurred to them can be catastrophic. For example, recovering an object detector takes time,
and potential pedestrian images might be lost during the recovery process. Active replication is suitable for
this case as it ensures high availability and consistency. Checkpointing is not sufficient because it increases
critical path latency and the state the operator rollbacks to would not be irrelevant by the time it completes
recovery. Logging and replay is also not suitable because detector has high latency and the catch-up process
will stall progress for too long.

For the quasi-stateless components that are not on the critical path and can recover states quickly, we
recommend the logging and replay strategy. These components can start from scratch or rollback while
still managing to recover such that the end-to-end deadline is satisfied. Such components include Kalman-
filter-based object trackers which keeps buffers of sensor data to predict trajectories of objects around the
vehicle.

Any non-critical components, which allow data missing yet have an upper time bound on how long the
operators can miss inputs for, should adopt amnesia strategies. For example, route planners do not affect
safety if they miss several inputs as long as the route is re-calculated regularly.

26



6 Solution Prototype
CarOS is an open-source ADS designed for building autonomous vehicles and robotics applications. The
system is currently under heavy development1, and this section provides an overview of the system proto-
type.

6.1 Design Goals
CarOS aims to provide users with the following properties:

• A easy-to-use programming model featuring a dataflow graph, which may contain cycles.
• Operations can have multiple inputs and outputs.
• A time constraint mechanism that can be defined on both operator level and graph level.
• A synchronization mechanism.
• A configurable hybrid fault tolerance strategy.
• A operation scale-up mechanism.
• A data logging and replaying mechanism.
• Dynamic dataflow strategies to mitigate time constraint violations.

6.2 Architecture
Figure 9 shows the architecture of CarOS. The underlying component of CarOS is an execution engine of
directed dataflow graphs, which are consist of operators (nodes) and data streams (edges). Currently, we
are using external frameworks, ROS and Ray, as the execution backend. CarOS provides a flexible dataflow
graph model that can easily reconfigure the backend framework. However, none of these frameworks is
sufficient for CarOS: as mentioned in §3, the subscribers and publishers in ROS maintain fixed-size queues
that drop messages, while Ray’s message delivery is too slow. Further down the road, CarOS will have its
own execution backend so that we can have more control of message delivery and resource management to
achieve reliable and low-latency execution.

6.3 Programming Model
In CarOS, applications are built as a graph of operators, which are connected via data streams. Specifically,
an operator contains the computation logic of a task, while a data stream signifies a message delivery channel
between operators. An autonomous driving graph can contain hundreds of operators and data streams, so
we provide users with a easy-to-use programming model.

In CarOS, developing an application is consist of graph development and operator development. In graph
development, user specifies an Operator Dependency Graph by connecting operator instances, without hav-
ing to specify the exact data streams on which connected operators communicate. In operator development,
users can select the input streams that the operator depends on and register callback functions on them. Users
also define the output streams and implement connection logic of input and output streams in the callback
functions. Combining these two processes will generate a Dataflow Graph, as illustrated in Figure 10.

1 # Declare Graph

2 graph = erdos.graph.get_current_graph()
3

4 # Declare Operators

5 camera_op = graph.add(CameraOp, name=’camera’)
6 detector_op = graph.add(DetectorOp, name=’detector’)
7

8 # Connect Operators

1CarOS codebase: https://github.com/erdos-project/erdos
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Figure 9: CarOS Architecture

9 graph.connect([camera_op], [detector_op])
10

11 # Execute Graph

12 graph.execute(framework)

Listing 1: Sample Code Example of Graph Development

1 class DetectorOp(Op):
2 @staticmethod
3 def setup_streams(input_streams):
4 input_streams.filter(filter_function).add_callback(DetectorOp.on_msg)
5 return [DataStream(name=’bounding_box’)]
6

7 def filter_function(stream):
8 # Select input streams that this operator depend on

9 ...
10

11 def on_msg(self, msg):
12 # Callback function
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13 ...

Listing 2: Sample Code Example of Operator Development

In traditional dataflow execution engines, streams are first-class citizens that are explicitly passed to the
operators. We believe that these approaches are not ideal for applications consist of many operators that have
multiple inputs and outputs. We shift the stream dependency implementation into operator development so
that users can maintain the graph code more easily.

Figure 10: Transformation from high-level operator dependency graph to dataflow graph.

6.4 System Mechanisms
CarOS provides a set of built-in mechanisms that are essential to building autonomous driving applications.
These mechanisms are all built upon our core programming model. In the following, we describe each of
them and propose future improvements.

• Time Constraints: based on the assumption that all operators are executed under a synchronized
clock, the system provides processing deadline and inter-output time constraints. The inter-output
time constraints include fixed inter-output time (frequency) and maximum inter-output time (maxi-
mum frequency). On operator level, users can use function decorators (e.g., @deadline) to specify
time bound value, callback function in case of time constraint violation and bounded input/output
stream names. On graph level, users can use graph API (e.g., graph.add deadline). This mechanism
will be expanded further to cover all cases discussed in §4.

• Fault Tolerance: users can enable four fault tolerance strategies in CarOS: amnesia, active repli-
cation, upstream backup and checkpointing. Currently, users enable fault tolerance of an operator
by strategies (e.g. replication) instead of operator properties (e.g. if time critical, state size). Ide-
ally, users do not need to know specific fault tolerance strategies, and CarOS can provide automatic
strategy matching given operator properties.
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• Progress Tracking: CarOS adopts the watermark mechanism. Progress tracking is only enabled
when user creates and sends watermarks at source operators. These watermarks are inherently mes-
sage objects that flow with normal messages. Users can interact with these watermarks at intermediate
operators by registering additional watermark callback functions on input streams. Moreover, users
can control which part of the dataflow graph allows watermark to flow through by adding labels at an
operator’s output stream.

• Synchronization: CarOS adopts Flink’s window mechanism [29] to achieve synchronization or join
of multiple unbounded data streams.

• Subgraph: CarOS introduces the subgraph concept to better modularize the application and reduce
code redundancy. Subgraphs are fundamentally graph objects, but they work like operators as users
can directly connect them with operators during graph development. Figure 11 illustrate how to con-
solidate a graph of only operators with subgraphs. Subgraphs can also facilitate collaboration between
application developers as they can easily import other open source graphs into their applications.

• Data Logging and Replay: data logging and replay is an important feature for research and de-
bugging purpose. CarOS provides two options to log data: (i) tag operators and graphs as logged,
and (ii) add logger graphs. (i) requires minimum code as it is just a switch to log all (e.g., tag
log input streams=True for an operator logs all input stream messages). (ii) is provided for the pur-
pose of selective logging. In customized logger graph, users can determine which streams and what
messages of an stream to log.

• Operator Scale-up: users can dynamically scale-up an operator to handle increased workload (see
Figure 12). Stateless operators can easily be scaled-up, but stateful operators must be handled with
care. We can achieve stateful operator scale-up by leveraging the timestamps and progress tracking
mechanisms [28; 37]. Users can scale-up operators by specifying provided partition functions on
input streams, partitioning input streams in such a way that state can be sharded and all messages are
routed to the operator copy that contains the state they change. For example, a stream of detected
objects can be partition by object ID so that the bounding box of an object detected in several frames
is sent to the same object tracker.

Figure 11: Subgraph Figure 12: Operator Scale-up
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7 Conclusion
In order to solve the safety problem of autonomous vehicles, we should not only improve accuracy in the
driving algorithms but also design real-time software platforms that are robust to system failures and meet
tight time constraints; this thesis focuses on the latter. We state that the complex, unpredictable and forgetful
nature of autonomous vehicles distinct themselves from other time-critical applications, while the existing
policies and systems are insufficient to support them. We then analyze related systems, drawing a conclusion
that ADS should be modeled as data streaming systems, which allow data to be processed in an orderly and
timely manner while providing a dataflow graph for the system to make safety-related global decisions. We
discuss in details about time-related mechanisms such as dataflow timestamps, progress tracking, and time
constraints, and briefly address the dynamic dataflow strategies for preventing time constraint violations.
We also discuss several fault tolerance strategies and how they can be leveraged in different components of
autonomous vehicles. Lastly, we describe a prototype of CarOS, an ADS that is designed particularly for
meeting these real-time requirements of autonomous vehicles.

However, this thesis only defines and analyzes the problem space of ADS without proposing a validated
solution. Future work should focus on validating the proposed fault tolerance and time-related mechanisms.
There is also great research potential in the problem space of meeting time constraints. This paper does not
address problems such as the graph-level solutions to prevent time constraint violations and the trade-off
between meeting time constraints and ensuring accuracy.
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